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The goal of a SDLC is to have a process that produces software with the highest quality and lowest cost in the shortest time.

SDLC includes a detailed plan for how to develop, alter, maintain, and replace a software system.

Our SDLC represent all the stages that any software maintained in-house should adhere to.

These stages were created from the perspective of various teams to ensure considerations of different teams sizes, programming languages, project management methodologies and workflows.
WHAT WAS THE PROBLEM?

• No standard process
• Low quality control
• No standard tools
• Little collaboration
• **SDLC**: A detailed framework to develop, build, maintain, and replace a software system.

• **The goal of a SDLC**:  
  – Produces software with the **highest quality**  
  – At the **lowest cost** in the **shortest time** possible.

– **Something missing**
  – **Security**?

– Leave to the end, can’t find bugs, vulnerabilities, more expensive and more time consuming to fix.
Essential that security be embedded in all stages of the process

Solution is collaborative between various faculties and services

Repetitive tasks should be automated where possible

Applicable to any project management methodology (Agile, Waterfall)

uOttawa’s SDLC will provide a living document

Testing, testing, testing
THE RESULT...
ANALYZE (NEW FEATURE)

• Every journey begins with a single step. Analysis is that first step in our SDLC.

• Analysis is a fundamental phase of the SDLC and is responsible for creating the foundation of tasks that will be performed, tested and deployed in later stages.

When a user takes a photo, the app should check whether they’re in a national park...

Sure, easy GIS lookup. Gimme a few hours.

...and check whether the photo is of a bird.

I’ll need a research team and five years.

In CS, it can be hard to explain the difference between the easy and the virtually impossible.
Analysis is necessary not only for new features/requirements, but also for new bugs. This sub-stage defines our recommendation on how to analyze and report bugs in the life cycle after at least one iteration has been done.
A goal without a plan is just a wish

- Antoine de Saint-Exupéry

PLAN

The Planning stage allows teams to:

- Better scope their work
- Prioritize tasks
- Conceptualize a logical order of completing tasks
The code stage is the meat of the process.

- The software gets developed.
- The application is tested, prepared for automation and brought to life.
- Developers utilize test scenarios to create and perform unit tests, security tests and regressions tests.
- We provide suggestions for coding best practices, guidelines and helper scripts.
BUILD

- The Build stage is responsible for creating a releasable version of the application.

- Automation tools are used to provide intangible benefits such as consistency and recovery.

- In addition, automation also provides tangible benefits such as release notes and software artifacts.
TEST

- The Test stage represents the tasks and tests performed by the QA Testers or BAs.

- Tests performed here are designed to complement the tests performed by the developers in the Code stage.

- This includes DAST, UAT, accessibility testing and end-to-end testing.

- Testing in this stage provides a robust and secure platform after every release.
• Always important to prepare and verify that resources are in place, pre-checks have been performed and there are no unknown obstacles.

• Releases allow us to document and track changes that will be deployed and outline the steps that will be performed to deploy the software (deployment plan).
**OPERATE**

- **The Operate stage defines responsibilities for monitoring and maintaining the deployed solution, this includes:**
  
  - Tasks that should be performed in case of failures, abnormalities in performance, etc.
  - Penetration testing for security vulnerabilities
  - Backups and disaster recovery protocols
  - Dependency scanning
  - Artifact management
  - More self-service and independent of a busy centralized operations team
DEPLOY

• Deploy is responsible for putting the application into production.

• It implements the deployment plan that was created/updated in earlier stages.

• Tests are done before the deployment to confirm that the environment is operating as expected and tested again to confirm that the deployment was successful.
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